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1.Self-contained 12-KLOC system

2.Self-compiling C* compiler

3.Self-executing RISC-U emulator

4.Self-hosting RISC-U hypervisor

5.Self-collecting garbage collector

6.Self-fuzzing fuzzer

7.Self-executing symbolic execution engine

RISC-V symbolic execution engine in Rust:

1. Inspired by bounded model checking

2.Connects to Z3, boolector, btormc, SAT solvers

3.Targets quantum annealers and 

gate-model quantum machines 
as accelerators
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Unicorn
n is the number of instructions on any path

Program P

(64-bit RISC-V)

O(n2)

Combinational


Circuit

reachability satisfiability

O(|P|)

Finite State Machine


over

SMT of bitvectors/arrays

if and only if

inspired by [BTOR2, Biere et al.]
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u i n t 6 4 _ t ∗ x ;
u i n t 6 4 _ t main ( ) { u i n t 6 4 _ t a ;

x = ma l l o c ( 1 ) ; / / r ounded up t o 8
/ / t o u ch t o t r i g g e r page f a u l t h e r e
∗ x = 0 ;
/ / r e ad 1 by t e from c o n s o l e i n t o x
r ead ( 0 , x , 1 ) ;
/ / copy from heap t o s t a c k s egment
a = ∗ x ;
/ / d e c r emen t i n p u t u n t i l <= ' 0 '
while ( a > ' 0 ' )

a = a − 1 ;
/ / s e gmen t a t i o n f a u l t on i n p u t ' 1 '
i f ( a == ∗ x − 1 ) / / ' 0 ' == ' 1 ' − 1

/ / s e g f a u l t : ' 0 ' ! = 0
a = ∗ ( x + a ) ;

return 0 ;
}

Fig. 2. Running example of a C* program

3.1 C* [31]
Consider the source code of the running example in Fig. 2. The program reads a single byte

from the console keyboard and returns zero as exit code unless the user presses 1 in which case a
segmentation fault may be triggered by the attempt to read from unallocated memory with *(x +
a) since a is then ’0’ which is 48, and not 0. Below we consider certain types of unsafe memory
access triggering segmentation faults as well as non-zero exit codes and division by zero as machine
states to look for. However, the toolchain is able to compute program input that leads to any given
machine state. Program input is all read input. Once some input has been determined the code can
be executed on that input to validate if a machine state is actually reached using, for example, the
RISC-U emulator.
The code is written in C* which is a tiny subset of C that has originally been developed for

educational purposes [1, 2, 31]. The example essentially features all elements of C* except procedure
calls. C* only features two data types, uint64_t and uint64_t*, and �ve statements: assignment,
while, if, return, and procedure call. There are the usual arithmetic and comparison operators but
only for unsigned 64-bit integer arithmetic. Notably, there is only the unary dereference operator *
to access heap memory. There are no arrays and no structs hence the name C*. Furthermore, C*
supports integer, character, and string literals as well as global and local variables and procedure
parameters. Lastly, there is printf library support and a total of �ve builtin procedures: exit,
open, read, write, and malloc. Turns out that, because of its overall simplicity and in particular
its focus on unsigned integer arithmetic, C* is well-suited as target for researching and prototyping
tools for symbolic execution [12, 19, 30, 40].

The part of the toolchain that is relevant here is written in C* and consists of a non-optimizing
linear-time (modulo global (local) symbol table hash collisions (search)) C* compiler that targets
RISC-U, a tiny subset of 64-bit RISC-V [54], as well as a RISC-U emulator and BEATOR which
translates RISC-U code to BTOR2 [40]. RISC-U binaries generated by the C* compiler are in ELF
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20 zero 2 . . .
22 constd 2 2 . . .
/ / . . . 1− by te input
71 sor t b i tvec 8 ; 1 by te . . .
81 input 71 ; 1 by te . . .
91 uext 2 81 56 / / e x t end ing input t o 64 b i t s
/ / . . . r e g i s t e r s t a t e s . . .
202 s t a t e 2 sp ; r e g i s t e r $2 . . .
210 s t a t e 2 a0 ; r e g i s t e r $10
211 s t a t e 2 a1 ; r e g i s t e r $11
/ / . . . r ead system c a l l . . .
42000001 i t e 2 42000000 211 36609200 . . .
42000007 eq 1 42000006 22 / / i n c == 2
42000008 i t e 2 42000007 92 91 . . .
42000019 eq 1 42000006 28 / / i n c == 8
42000020 i t e 2 42000019 98 42000018
42000021 add 2 211 210 ; $a1 + $a0
/ / memory [ $a1 + $a0 ] = input :
42000022 write 3 20000000 42000021 42000020
/ / . . . brk system c a l l :
45000001 s t a t e 2 brk −bump− p o i n t e r
/ / . . . upda t ing p h y s i c a l memory :
70000000 next 3 20000000 42000028
/ / . . . a d d r e s s >= cu r r e n t end o f heap :
80000006 ugte 1 44000001 45000001
/ / a dd r e s s < c u r r e n t s t a r t o f s t a c k :
80000007 ul t 1 44000001 202
80000008 and 1 80000006 80000007
/ / a c c e s s between heap and s t a c k :
80000009 bad 80000008 b2

Fig. 7. System call and bad state fragment of the BTOR2 model for the running example

3.4 BEATOR Loves QUBOT Loves BEATOR
Dead code elimination, constant propagation, and bounded memory modeling are all e�ective
translation techniques in reducing the number of qubits in a QUBO model. Moreover, they can
be done by BEATOR or by QUBOT. We have therefore added support of all three to BEATOR. By
bounded memory modeling we mean modeling a segmenting MMU and RAM in a bounded number
of 64-bit bitvectors, one for each memory word in RAM, resulting in BTOR2 models that do not
contain any arrays of bitvectors and thus any read and write operators anymore. The segmenting
MMU bounds the size of the data, heap, and stack segments and then maps them, using the slice
operator of BTOR2, from the 64-bit RISC-U virtual address space to a minimal physical address
space. For the running example, a 4-bit physical address space is su�cient with only 12 memory
words actually being accessed: 2 data words, 1 heap word, and 9 stack words while only the heap
word (*x) and 1 stack word (a) are ever updated, see again Fig. 4 for the memory layout.
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11 one 1
/ / . . . d a t a f low . . .
36603600 eq 1 205 200 / / $ t 0 == $ze ro
36603601 not 1 36603600 / / $ t 0 != $ze ro
/ / . . . c o n t r o l f low . . .
/ / beq t0 , zero , 8 [ R0 ] :
56603600 next 1 16603600 16603200
/ / A0 : ld t0 , − 1 6 ( gp ) :
56604000 and 1 16603600 36603601
56604001 next 1 16604000 56604000
/ / . . . sd t0 , − 8 ( s0 ) :
56606400 next 1 16606400 16606000
/ / . . . R0 : addi t0 , zero , 0 :
56606800 and 1 16603600 36603600
56606801 i t e 1 56606800 11 16606400
56606802 next 1 16606800 56606801

Fig. 6. Conditional control-flow fragment of the BTOR2 model for the running example

�ag at nid 16603600 is set) and the value of register t0 is equal to 0 (line at nid 36603600), or else
if sd t0,-8(s0) is currently executing (pc �ag at nid 16606400 and the line at nid 56606801). If
beq t0,zero,8[R0] is currently executing and the value of register t0 is not equal to 0 (line at
nid 36603601) then the pc �ag of A0:ld t0,-16(gp) is set (line at 56604001). Note that only the
translation of beq as well as jal and jalr instructions results in BTOR2 code that connects control
and data �ow. While there are only �nitely many jump targets with jal and jalr instructions
(RISC-U binaries are static), beq instructions remain as the only source of path explosion with read
system calls being the only source of data explosion, as shown next.

Lastly, Fig. 7 shows a system call and bad state fragment of the BTOR2 model generated for the
running example. In particular, it shows how input �ows into the model through a read system
call, how a potential segmentation fault is detected as bad state, and how main memory is written
to, in this case, through the read system call. One-byte input (nid 81) is unsigned-extended to a
64-bit memory word (nid 91) and then �ows via an ite cascade (head at nid 42000020) to a write
operator (nid 42000022). The address for the write operator is a1 + a0 (nid 42000021) where
register a0 (nid 210) is a cursor over the write bu�er that was originally passed to the read system
call in register a1 (nid 211). A potential segmentation fault, such as through SEGFL:ld t0,0(t0),
is detected in line 80000009 bad 80000008 b2 if there is any memory access at an address above
the heap (bump pointer value of the brk system call at nid 45000001) and below the stack (pointer
nid 202) where nid 44000001 is the head of an ite cascade over all addresses used in read and
write operators. There are similar bad states for other unsafe parts of memory. All of main memory
is updated by a single next (nid 70000000) that refers to the head of an ite cascade at 42000028
over all write operators in the model.

There is a fun fact that we like to mention: running BEATOR is fast and since it is written in C*
it can actually model itself and the rest of the unicorn toolchain written in C* as well. The BTOR2
model of the whole C* toolchain takes less than a second to build and is around 4MB.
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1 sor t b i tvec 1 ; Boolean
2 sor t b i tvec 64 ; 64− b i t machine word
3 sor t array 2 2 ; 64− b i t p h y s i c a l memory
10 zero 1 . . .
/ / . . . r e g i s t e r s t a t e s 200 −231 . . .
200 zero 2 zero / / r e g i s t e r $0 i s a lways 0 . . .
203 s t a t e 2 gp ; r e g i s t e r $3 . . .
205 s t a t e 2 t 0 ; r e g i s t e r $5
206 s t a t e 2 t 1 ; r e g i s t e r $6
/ / . . . program coun t e r s t a t e s . . .
16603600 s t a t e 1 / / beq t0 , zero , 8 [ R0 ] :
16603601 i n i t 1 16603600 10
16604000 s t a t e 1 / / A0 : ld t0 , − 1 6 ( gp ) . . .
16606800 s t a t e 1 / / R0 : addi t0 , zero , 0
/ / . . . 64− b i t memory ( data , heap , s t a c k ) :
20000000 s t a t e 3 phy s i c a l −memory

l o a d i n g data , heap , s t a c k i n t o memory :
20000001 i n i t 3 20000000 17380002
/ / . . . d a t a f low . . . A0 : ld t0 , − 1 6 ( gp ) :
36604000 constd 2 −16
36604001 add 2 203 36604000
36604003 read 2 20000000 36604001
36604004 i t e 2 16604000 36604003 36603202
/ / . . . A1 : add t0 , t0 , t 1 :
36605600 add 2 205 206
36605601 i t e 2 16605600 36605600 36604004
/ / . . . SEGFL : ld t0 , 0 ( t 0 ) :
36606002 i t e 2 16606000 36606001 36605601
/ / . . . R0 : addi t0 , zero , 0 :
36606800 i t e 2 16606800 200 36606002
/ / . . . upda t ing r e g i s t e r s . . .
60000005 next 2 205 36606800 t 0

Fig. 5. Data-flow fragment of the BTOR2 model for the running example

that updates the same state variable. For example, 36606800 ite 2 16606800 200 36606002
either selects the value of register zero (nid 200) for updating the value of register t0, if R0:addi
t0,zero,0 is currently executing (nid 16606800), or else refers to the ite expression for SEGFL:ld
t0,0(t0) at 36606002 which may also update t0, and so on. Finally, the next value of registers
such as t0 at nid 205 is determined by lines whose nids begin with digit 6 such as 60000005
next 2 205 36606800 t0 which refers to the head of the ite cascade for t0 at 36606800. Actual
computation can be seen in 36605600 add 2 205 206which adds the values of registers t0 and t1
(nid 206) as instructed by A1:add t0,t0,t1. Line 36604003 read 2 20000000 36604001models
the memory read at address gp-16 as instructed by A0:ld t0,-16(gp).

Fig. 6 shows a conditional control-�ow fragment of the BTOR2 model generated from the running
example in Fig. 2. For example, line 56606802 next 1 16606800 56606801 sets the pc �ag of
R0:addi t0,zero,0 (nid 16606800) either if beq t0,zero,8[R0] is currently executing (its pc
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u i n t 6 4 _ t ∗ x ;
u i n t 6 4 _ t main ( ) { u i n t 6 4 _ t a ;

x = ma l l o c ( 1 ) ; / / r ounded up t o 8
/ / t o u ch t o t r i g g e r page f a u l t h e r e
∗ x = 0 ;
/ / r e ad 1 by t e from c o n s o l e i n t o x
r ead ( 0 , x , 1 ) ;
/ / copy from heap t o s t a c k s egment
a = ∗ x ;
/ / d e c r emen t i n p u t u n t i l <= ' 0 '
while ( a > ' 0 ' )

a = a − 1 ;
/ / s e gmen t a t i o n f a u l t on i n p u t ' 1 '
i f ( a == ∗ x − 1 ) / / ' 0 ' == ' 1 ' − 1

/ / s e g f a u l t : ' 0 ' ! = 0
a = ∗ ( x + a ) ;

return 0 ;
}

Fig. 2. Running example of a C* program

3.1 C* [31]
Consider the source code of the running example in Fig. 2. The program reads a single byte

from the console keyboard and returns zero as exit code unless the user presses 1 in which case a
segmentation fault may be triggered by the attempt to read from unallocated memory with *(x +
a) since a is then ’0’ which is 48, and not 0. Below we consider certain types of unsafe memory
access triggering segmentation faults as well as non-zero exit codes and division by zero as machine
states to look for. However, the toolchain is able to compute program input that leads to any given
machine state. Program input is all read input. Once some input has been determined the code can
be executed on that input to validate if a machine state is actually reached using, for example, the
RISC-U emulator.
The code is written in C* which is a tiny subset of C that has originally been developed for

educational purposes [1, 2, 31]. The example essentially features all elements of C* except procedure
calls. C* only features two data types, uint64_t and uint64_t*, and �ve statements: assignment,
while, if, return, and procedure call. There are the usual arithmetic and comparison operators but
only for unsigned 64-bit integer arithmetic. Notably, there is only the unary dereference operator *
to access heap memory. There are no arrays and no structs hence the name C*. Furthermore, C*
supports integer, character, and string literals as well as global and local variables and procedure
parameters. Lastly, there is printf library support and a total of �ve builtin procedures: exit,
open, read, write, and malloc. Turns out that, because of its overall simplicity and in particular
its focus on unsigned integer arithmetic, C* is well-suited as target for researching and prototyping
tools for symbolic execution [12, 19, 30, 40].

The part of the toolchain that is relevant here is written in C* and consists of a non-optimizing
linear-time (modulo global (local) symbol table hash collisions (search)) C* compiler that targets
RISC-U, a tiny subset of 64-bit RISC-V [54], as well as a RISC-U emulator and BEATOR which
translates RISC-U code to BTOR2 [40]. RISC-U binaries generated by the C* compiler are in ELF
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Classic vs Quantum
n is the number of instructions on any path, w is word size
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O(n2)

SMT Formula

classical computing quantum computing

“4xy - 2x - 2y + 2 = 0”
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